# Introduction to Programming

## Lab Worksheet

### Week 6

Prior to attempting this lab tutorial ensure you have read the related lecture notes and/or viewed the lecture videos on MyBeckett. Once you have completed this lab you can attempt the associated exercises.

You can download this file in Word format if you want to make notes in it.

You can complete this work using the Python interpreter in interactive mode. This could be inside an IDE, or just a command prompt.

**Topics covered:**

* Using List methods
* List Comprehensions
* Introduction to Tuples
* Packing and Unpacking

For more information about the module delivery, assessment and feedback please refer to the module within the MyBeckett portal.
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## **Using List Methods**

The List data-type provides a lot of very powerful functionality. A previous lesson introduced the basic ideas and syntax behind the List compound type. As a quick reminder:

* A list is a *sequence* type that supports *indexing*, *slicing* and *concatenation.*
* A list is *iterable* and can be used in for…in type control statements.
* A list is *mutable*, so once created its contents can be changed.

The List type is built directly into the Python language hence there is a specific syntax associated with the creation and manipulation of lists. e.g. to create a list, square brackets can be used:

squares = [4, 9, 16, 25]

**TASK**: Write a for..in loop that iterates over all the elements of the squares list and prints the square root of each to the screen. *Hint*: you may want to import a function from the math module to help achieve this.
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**Introducing Methods**

The term *method* has been occasionally mentioned during these lessons. A *method* can be thought of as being very similar to a *function* i.e. it is some predefined code that can be called while passing zero or more argument values. A method however is always associated with a specific data-type, and when called is prefixed with a value (often a variable) that gives the method *context*. What this means is that when the method executes it performs its operation using information associated with the value used during the call.

Since a method is associated with a data-type, different data-types provide different methods, which implies that methods available on one data-type are not necessarily available on other data-types.

The List data-type has a number of methods that allow access and manipulation of the list. One example is the append() method we have previously seen, e.g.

squares.append(36)

Notice how the method call is prefixed with the variable name, followed by a period (.).

The fact that the variable squares data-type is a *List* makes this method call valid, since the method append() is defined for any value based on the *List* data-type.

**TASK**: Write some code that uses the append() method to add the next three square values (49, 64, 81) to the end of the squares list.
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There are many other methods defined for the List type. Some of these methods *mutate* (change) the list contents, others just *access* the contents. Many of these methods provide operations that can also be achieved using *slicing*.

The methods that ***mutate*** a list are -

extend() - appends multiple values, by providing an *iterable* argument value

insert() - inserts a single value at a specific index position

remove() - removes the first occurance of a specific element

pop() - removes and returns the last element added to the list

clear() - removes all elements from the list

sort() - sorts the contents of the list

reverse() - reverses the position of all elements in the list

The methods that only ***access*** the list are -

index() - returns the index of a specific element

count() - returns the count of how many times a specific element appears

copy() - returns a shallow copy of the list

The built-in help system can provide information about methods which are available on a specific data-type. For example, a list of the methods available on the List type can be viewed by inputting the following command. You can ignore the methods that start with an underscore for now.

help(list)

**The extend() method**

The extend() method mutates (changes) a list by adding multiple values at once. It is similar to the append() method, but takes a sequence as a parameter, like so:

squares.extend([49, 64, 100])

If the same parameter had been passed to the append() methods, then the list itself would have been appended as a value, instead of each individual value being extracted and appended individually.

Note: the above command could also be achieved by assigning to a slice as follows (but the code is probably a little more cumbersome and opaque).

squares[len(squares):] = [49, 64, 100]

**TASK**: Write some code that uses the extend() method to add the next three square values, starting at 121 (11 x 11), to the end of the squares list.
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The built-in help system can also provide information about methods, simply by prefixing the method name with the type name. So to get help about the extend method you can type -

help(list.extend)

If you are ever unsure of what parameters need to be passed to a method, just use the help() command to find out.

**The insert() method**

The insert() method mutates a list by inserting a value at a specific position within the list. The position is specified as a zero-based *index* value. As with other indexing, it is possible to use a negative index value to identify an insertion position relative to the end of the list.

The insert() method takes two arguments, the first is the index position, the second is the value to be inserted.

**TASK**: Write some code that uses the insert() method to insert the value 2, to the very beginning of the squares list.
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Note: As with many of these methods slicing could have been used as an alternative. So to insert a single value the equivalent would be as below. As before, the code using the method is probably a little clearer.

squares[index:index] = [value]

**The remove() method**

The remove() method mutates a list by removing a specified value from the list. The value to be removed is provided as the single parameter, if the value is not present within the list then an error is reported. If the same value appears more than once within the list, then only the first occurence found is removed.

**TASK**: Write some code that uses the remove() method to remove the value 49 from the squares list. Print the list afterwards to ensure the value has indeed been removed.
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**TASK**: Write some code that uses the remove() method to remove the value 3 from the squares list. Notice how an error is generated since the given value was not present.
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**TASK**: Create a simple list that contains the values [1, 2, 3, 1, 2] and then use the remove () method to remove the value 2. Which value is removed?
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**The pop() method**

The pop() method mutates a list by removing and returning the last (right-most) value from the list. The term pop is well known in computer science and it refers to removing the last element that has been added to a *stack* type structure.

**TASK**: Write some code that uses the pop() method to remove and display the last value of the squares list. Print the list afterwards to ensure the value displayed has been removed.
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The pop() method can optionally be provided with an *index* parameter. If this is present then the value is removed from the specified position within the list, rather than the end. Typing the following command will describe how this parameter is optional.

help(list.pop)

As with most index values, a negative value can be used to make the position relative to the end of the list. Also if the index is out of range (so larger than the length of the list), an error is reported.

**TASK**: Write some code that uses the pop() method to remove and display the first value of the squares list. Print the list afterwards to ensure the value has been removed.
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Note: It might seem as if remove and pop are doing the same thing (especially when pop is used with an index value), but there is a difference. Review the descriptions above if you cannot see what that is!

**The clear() method**

The clear() method mutates a list by removing all elements. After the method call the list still exists, but it is empty.

>>> some\_list = [1,2,3,4]

>>> some\_list.clear()

>>> print(some\_list)

[]

clear() is a very simple method and equivalent to the following *slicing* assignment -

some\_list[:] = []

Again, using the method is probably better practice as the resulting code is easier to understand.

**The sort() method**

The sort() method mutates a list by changing the order of the elements. This is probably the most complex of all the List type methods to use (in some cases). It is also probably the most powerful.

If called with no parameters this sorts the list into ascending order by comparing the value of each element.

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort()

>>> print(some\_list)

[1, 2, 4, 8, 99]

This list was sorted numerically, since it contained integer type values. If it had contained string type values then it would have been sorted alphabetically.

The sort method can become more complex to use because it can optionally take *keyword-arguments*. One of these is a reverse boolean value indicating whether the sort should be done in reverse:

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort(reverse=True)

>>> print(some\_list)

[99, 8, 4, 2, 1]

The other keyword-argument is a key which specifies a function that can be used to customize the applied sort order. This argument is typically provided as a *lambda expression*, which was discussed in a previous lesson.

The provided function can return an alternative value that is to be used within the sort algorithm. This sounds rather complex, but looking at an example should help simplify things a little.

Imagine you had a list of people’s names that needed sorting. This could be achieved very easily using the following code -

>>> names = [ "Mark", "Alicia", "Ben" ]

>>> names.sort()

>>> print(names)

['Alicia', 'Ben', 'Mark']

In this case the names have been sorted alphabetically. However, what if you wanted to sort the list based on the length of each name? This sounds difficult, but it can be done fairly easily by providing a l*ambda expression* as the key argument and using the len function to return the lengths of strings.

>>> names.sort(key=lambda n : len(n))

>>> print(names)

['Ben', 'Mark', 'Alicia']

This works since the *lambda expression* returns the length of each name, using a call to the len(n) built-in function. The sort() method calls the given function for each name in the list, then uses the returned value as the sorting criteria rather than the name itself.

**TASK**: Write some code that uses the sort() method with no arguments, to alphabetically sort the exact list of names shown below. Display the list after the sort has been called.

names = [ "Eric", "anna", "Sophie", "sam" ]
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Once you have completed the previous task you should have noticed that the order is not what you may have expected. The result probably looked like this -

['Eric', 'Sophie', 'anna', 'sam']

This is because lower-case letters appear later than all upper-case letters when a default sort is applied.

**TASK**: Improve your previous solution so that the list is sorted correctly, ignoring the case used to write the names. To achieve this you will have to include a key argument in the form of a *lambda expression* that returns each string as uppercase letters only. Hint: you can use the str.upper() method to convert a name to uppercase letters.

![](data:image/png;base64,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)

There is also a built-in *function* called sorted() that can also be used to sort lists. Unlike the sort() *method* however this produces a new List in memory, rather than sorting the current list *in-place*. Therefore the sorted() function does not mutate the list itself, but produces a new one altogether. This is useful if the original list order is NOT to be changed, but a sorted copy is needed.

>>> some\_list = [8, 2, 4, 99, 1]

>>> sorted\_list = sorted(some\_list)

>>> print(some\_list)

[8, 2, 4, 99, 1] # order of original list is unchanged

However, in the case where the original list can be changed it is much more efficient to sort a list using the sort() method rather than the sorted() function. e.g. the following lines of code both do exactly the same thing, but the first version is more efficient since it is sorting the original list *in-place*, rather than creating a brand new list.

some\_list.sort() # sort in-place

some\_list = sorted(some\_list) # sort using function, then assign

The sorted() function can take the same *keyword arguments* as the sort() method, so is just as powerful. It can also be applied to any *iterable* type. which means it can sort more than just lists.

**The reverse() method**

The reverse() method mutates a list by reversing the position of each element.This is done *in-place* so it is fairly efficient, i.e. it does not need to create a new temporary variable or list.

**TASK**: Write some code that uses the reverse() method to reverse the values of the squares list. Print the list afterwards to ensure the values have been reversed.
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Note: A reverse operation could be done using *slicing* as shown below. However, once again it is probably more intuitive to call the reverse() method instead.

squares[:] = squares[::-1]

**The index(), count(), and copy(), methods**

The index(), count(), and copy() methods are *accessors* rather than *mutators*, hence they do not change the list but always return a value.

The index() method returns the index of a specific element. If the element is not present then an error is reported.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("yellow"))

2

An optional *start* and *end* parameter can be specified to limit the range of the list to be searched. These act as index values between which the search is to be performed (from *start* to *end*-1), e.g.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("red",3))

4

This example finds the second occurrence of "red" (at index 4) since it starts searching from position 3 rather than the beginning of the list.

**TASK**: Write some code that finds the index of the colour blue.
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The count() method returns the count of how many times a specific element appears in the list:

>>> print(colours.count("red"))

2

>>> print(colours.count("black"))

0

Finally, the copy() method returns a *shallow* copy of the list, e.g.

>>> new\_colours = colours.copy()

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

People new to programming often make the mistake of trying to take a copy of a list by using an assignment, like this:

>>> new\_colours = colours

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

Although this looks to have worked, it has not actually created a copy of the list; it has merely created a second variable that refers to the *same* list. Hence, if the original list is changed then the new\_colours list will also be changed, since there is only really one underlying list. This is shown here:

>>> new\_colours = colours

>>> colours.append("black")

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red', 'black']

**TASK**: Write some code that makes a copy of the colours using the copy() method. Then make some changes to the original list. Print the contents of the copied list to ensure these changes have not affected the copy.
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**The del Statement**

The del statement is not specific to lists, but a general statement available within the Python language. It can be used to delete values from lists using both *indexing* and *slicing*. It can also be used to delete entire variables. Examples of its use are:

>>> del colours[0] # remove first colour

>>> del colours[-1:] # remove last colour

>>> del colours # remove the colour variable

The del statement is much more destructive than the mutator methods. Once a variable is deleted it cannot be accessed (unless recreated).

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **List Comprehensions**

Lists can be created in multiple ways. Up until now most lists have been created by explicitly providing values within the code. In many cases however lists are constructed programmatically. They are generated by the program itself.

For example, it would be very easy to generate a squares list using a for...in loop along with the append() method. The code might be:

squares = []

for x in range(10):

squares.append(x\*x)

An alternative to writing such explicit code to populate a list also exists, this is known as a *list comprehension*. They achieve the same outcome but in a more concise manner. Using them is very *Pythonic*.

*List comprehensions* are *expressions* that appear instead of the values within a list initialisation statement. The above example could be rewritten using a list comprehension as follows:

squares = [x \* x for x in range(10)]

The expression (x \* x) is evaluated for each iteration of the subsequent for...in loop, then the result is placed within the list. The result is neater and probably easier to understand.

**TASK**: Write some code that uses a list *comprehension* to create a list called cubes that contains the cubed values (x \* x \* x) of the numbers from 2 to 20 inclusive.
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It is also possible to further restrict inclusion of values by using an additional if statement to the end of the for...in loop. Only when the if statement returns True does the value get evaluated and added to the list. So to generate a list containing all the even numbers between 100 and 200 the following list comprehension could be used:

even\_nums = [num for num in range(100,201) if num % 2 == 0]

The if statement is particularly useful when creating lists which are subsets of other lists. For example, if a list existed called all\_users then the following code could be used to create a subset of that list.

some\_users = [u for u in all\_users if len(u) < 8]

**TASK**: Examine the above code and work out which user names will be placed in the some\_users list. What is the condition that has to be met for inclusion?
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It is even possible to have multiple for...in loops and multiple if conditions within the same list comprehension, although this can get complicated to understand. If more than one for...in loop exists then this acts like a *nested loop* where the inner loop is executed for every iteration of the outer loop.

>>> triples = [n for n in range(1,6) for count in range(3)]

>>> print(triples)

[1, 1, 1, 2, 2, 2, 3, 3, 3, 4, 4, 4, 5, 5, 5]

The above example adds the numbers 1,2,3,4 and 5 to the list three times each.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## **Introduction to Tuples**

A *Tuple* is the name given to a built-in data-type that is similar to a List. It is a compound type that contains a *sequence* of ordered values.

However, Tuples are often used in different situations to lists, and are *immutable*. They also typically contain different types of values, in contrast to a list that typically contains the same type of values. Since a Tuple is a sequence, like a *List* and a *String*, it supports *indexing*, *slicing*, *concatenation* and is *iterable* (it can be used within for...in loops).

Tuples are initialised using a slightly different syntax to lists, with the initial values being contained within parentheses (round brackets):

student = ("Griffin, P.", 2, 38.2)

Creating tuples in this way is often known as *Tuple packing*.

Tuples are often used to represent information or “*records*”. What the values in a tuple actually represent is upto the programmer and depends on their use within the program. In the above example, the values may well represent “name”, “year of study”, and “average grade”.

Tuples can actually be created without the use of parentheses, as below, but it is more usual to include the brackets.

student = "Griffin, P.", 2, 38.2

**TASK:** Create a tuple called address that includes your own “house number”, “street” and, “postcode” as three different values.
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**Empty and Single element Tuples**

An empty tuple can be created just using parentheses -

empty = ()

To create a tuple with only one element, a trailing comma must be used, e.g.

the\_one = "Neo",

This is a slightly odd syntax, but a common error is to try to create a one element tuple as follows:

the\_one = ("Neo")

This actually just creates a *string* type variable, not a tuple.

**TASK:** Try entering the above examples to create single element tuples. Then use the type() function to examine the data-type of the created variables.

Hint: For this reason it is common to include a trailing comma even when one is not needed. For example:

student = ("Griffin, P.", 2, 38.2,)

**Sequence Unpacking**

As already stated the elements within a tuple can be accessed in the same way as a list, by using *indexing*, *slicing*, or *iteration*. For example:

>>> print(student[0])

'Griffin, P.'

However, it is also common to access the elements using a technique called *sequence unpacking*. This works like this:

name, year, average\_grade = student

The values within the tuple on the right-hand side are assigned (in order) to the variables present on the left-hand side. Hence the number of values on the left-hand side MUST match the number of values within the given tuple.

**TASK:** Use *sequence unpacking* to extract the values you stored within the address tuple earlier. Unpack the tuple into variables named house\_num, street and postcode.
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*Sequence unpacking* is also sometimes called *multiple assignment* and is commonly used to quickly assign multiple values to multiple variables using a single statement:

x, y, z = 10, 20, 30

Notice how the number of values on the right-side matches the number of variables on the left-side.

This is actually just using *tuple packing*, followed by *sequence unpacking*. As the name suggests *sequence unpacking* can be applied to any type of *sequence*. Hence the right-hand side can also be either a *list* or a *string*, although this is less commonly seen.

Using *tuple packing* and *unpacking* is also a convenient way of returning more than one value from a function. When used well this is an especially useful feature of Python, and is not something that is available in many programming languages.

def calc\_squares(x, y):

return ( x \* x, y \* y )

a,b = calc\_squares(42, 92)

A tuple can also be unpacked when calling a function or method that takes a variable number of arguments. A ‘\*’ prefix causes a tuple to be unpacked prior to the function call:

my\_range = (10, 30)

for i in range(\*my\_range):

print(i)

This unpacks the my\_range tuple during the call, resulting in the equivalent to range(10, 30), since the ‘\*’ causes each tuple element to be passed as a separate argument.

**TASK:** Write some code that calls the print() function to output the contents of the address tuple you created earlier. Ensure you use the ‘\*’ prefix so that the elements are extracted before being passed to the function. Compare this with a version of the same code that calls the print() function without using the ‘\*’ prefix,

![](data:image/png;base64,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)

**Tuple Methods**

Since tuples are *immutable* they have fewer *methods* than the List type. The reason is simply that methods that change the content are not applicable, so methods such as append(), extend() and insert() do not exist since the tuple content cannot be changed after creation.

In fact the only methods that are available are count() and index(), which are accessors. These work in exactly the same way as they do with the list type.

Also, since tuples are *immutable* it is not possible to assign to *indexes* or *slices*. e.g. the following code is not possible on tuples -

student[0] = "Griffin, Brian"

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## 

## **Key Terminology**

Understanding key terminology is important not only when programming but for understanding computer science in general. Certain terms, technologies and phrases will often re-occur when reading or learning about many computer science topics. Having an awareness of these is important, as it makes learning about the various subjects and communication with others in the field easier.

**TASK**: Look at each of the phrases below and ensure you understand what each of these means. For any that you do not understand, do a little research to find a definition of each term. This research may involve looking back over these notes, or the associated lecture notes. It may also involve searching for these terms on the Internet.

* Method
* List comprehension
* Tuple
* Tuple Packing
* Sequence Unpacking

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **Practical Exercises**

You have now completed this tutorial. Now attempt to complete the associated exercises.